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Abstract. Smart Contracts should surpass their limitations and evolve to changing architectural standards that are needed for blockchains to scale significantly while retaining their decentralized principles. The computing complexities imposed on smart contracts such as decision making through predictive analytics, machine learning and dependencies on Oracles, could extend the transaction throughputs and potentially limit the scope and usage of smart contracts across various business processes. Our intent through this paper is to present one of the ideas termed "Off-Chain" contracts that could isolate the computing complexities from the blockchain by keeping the code and execution of the contracts away from the chain, but their hashes and log On-Chain thereby preserving the fundamental principles of decentralized ledger technology.
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1 Introduction to Smart Contracts

1.1 Preamble

Immutable records of distributed consensus, smart contracts, and intelligent assets are becoming the new order of the world. The need for special focus on Data Governance, Integrity and Integration may become a thing of the past. Smart contracts, the self-executing, self-enforcing, Computer Protocols will define these rules and scrutinize the adherence of transactions over the assets using the widely accepted principles. Smart Contracts have the ability to minimize arbitrarily executed rules that could derail trust, the core element of any contract. Decentralized and immutable contracts could provide better opportunities for the world communities to create and sustain a happier and safer community.

1.2 History

The phrase “smart contracts” was coined by Nick Szabo in 1996. “The basic idea of smart contracts is that many kinds of contractual clauses (such as liens, bonding, delineation of property rights, etc.) can be embedded in the hardware and software we
deal with, in such a way as to make breach of contract expensive (if desired, sometimes prohibitively so) for the breacher."

Also, smart contracts, as opposed to paper-based legal contracts, automatically perform the obligations the parties have committed to under their agreement. The blockchain is the ideal place to store such a contract, both because of its immutability and its cryptographic security. This store guarantees high assurance and reliability of the digital and self-executing contract protected from undue changes and failures.

1.3 Smart Contract in action

Here’s an example to consider. I am renting a car for a day. The Vendor issues a smart contract. Both of us agree to oblige by the clauses and parameters defined in it by digitally signing the contract. This smart contract may hold many critical functions such as—

1. Establish the identity of car, renter, and vendor
2. Transfer the digital key from vendor to the renter to unlock the car.
3. Create an escrow account between the renter and vendor.
4. Test the clauses in the smart contract against the parametric data fed by the Electronic Control Units fitted in the car and report any violation.
5. Auto-debit the escrow account towards the rental fee.
6. Auto-debit the escrow account based on any contractual clause violations.
7. Transfer the digital key from renter to the vendor to lock the car.
8. Issue a closure of the contract.

Once the contract is initialized, the involved parties can be assured that this agreement will be programmatically enforced. Storing this Smart Contract on a blockchain ensures that it cannot be influenced by either of the parties. Thus, the digital alternative of a notarized paper-based Contract proves worthwhile to be implemented.

Smart contracts are poised to revolutionize many industries by replacing the need for both traditional legal agreements and centrally automated digital agreements.

2 Background

One cannot deny the fact that Smart contracts are as only as good as they are programmed.

The smart contract enabled blockchain responds efficiently as a “trusted third party” while providing transaction security, but it could lack consistency, performance and might be susceptible to hacks if not designed properly.

2.1 Exploits

The cryptocurrency world has witnessed some of such attacks; few of them are listed below:
<table>
<thead>
<tr>
<th>Attack</th>
<th>Period</th>
<th>Exploit/ Cause</th>
<th>Loss/Impact</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bitcoin Attack</td>
<td>August 2010</td>
<td>Bug in Bitcoins software</td>
<td>• Created a single block involving a transaction of 184 billion Bitcoin.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Bitcoin network forked to an updated version of the bitcoin protocol</td>
</tr>
<tr>
<td>DAO Hack</td>
<td>June 2016</td>
<td>Vulnerability in the DAO code</td>
<td>• Theft of $50 million in Ether</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Hard fork in Ethereum into Ethereum and Ethereum Classic</td>
</tr>
<tr>
<td>Tangerine Whistle /</td>
<td>October 2016</td>
<td>DoS attack by repeatedly calling certain operation codes in smart contracts</td>
<td>• Network filled with pending transactions causing delays in processing transactions</td>
</tr>
<tr>
<td>Spurious Dragon</td>
<td></td>
<td></td>
<td>• size of the blockchain inflated</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>• Hard fork of Ethereum</td>
</tr>
</tbody>
</table>

### 2.2 Performance

From a performance perspective, smart contracts can be programmed only to handle computational problems of less complexity. Programming smart contracts to handle analytics, modeling, intelligence, etc., could result in poor transaction performance and lead to a lack of producing results in real-time.

For example, most online games work using a third-party to establish communications and compatibility. They make sure everything works correctly. This is third-party that players have to trust to do the right thing. A public blockchain can eliminate the third-party, and record all the gaming transactions and events on a global shared and distributed ledger.

A complete game of Chess can be played reliably On-Chain, meaning no other communication is involved except messages to and from the Smart Contract. For checkmate (the king is in check and player cannot make any move to escape) and stale-mate (same, except that the king is not in check), to verify the condition all possible moves have to be calculated and verified, which is unfeasible on the
blockchain. When implemented on an On-Chain Smart contract, the logic resulted in transaction time exceeding the current limits set for the network.

Computationally "expensive" calculations are usually not suitable to be run On-Chain.

2.3 Real-time processing

The transaction rates of blockchain aren’t yet addressing the real-time needs of business problems. Bitcoin handles 3-4 transactions per second, and Ethereum handles 20-30 transactions per second. For a gaming world, this wouldn’t be sufficient enough to feel real time.

The biggest problem in making completely On-Chain games, however, is the lack of real-time computational ability.

2.4 Oracles

The data providers of the events that should trigger smart contract cannot be on a centralized network which could derail the fundamental principles on which the technology has been built.

3 Off-Chain Smart Contract

Off-Chain contracts are smart contracts whose code is not run by the miners, requesters, endorsers or harvesters, but rather the client. Interoperability consensus facilitates this process to-

• run data-intensive computations more cost-effectively
• run computations with high computational time without clogging the network
• write code that is not bound to a cryptocurrency incentive structure
• write code that has less impact on the blockchain.

We still want to keep our serverless architecture, so we can use peer-to-peer web protocols to achieve this. Let’s think about solving the game problem.

As long as the game runs smoothly, i.e., each player is alternatingly sending a correct move; the blockchain need not verify all these correct moves-the clients can do that. All moves directly between the clients are sent to the blockchain. Each player should have the possibility to prove the current game state independently. To prohibit cheating, each report to the blockchain should consist of the complete game state with a valid signature from the other player. If the game is managed in this way it can be cryptographically proven that both players accept the current state.

In other words, during normal gameplay, each player keeps sending their next move and the resulting game state, plus a cryptographic signature. If the other player
disagrees, they can submit this data to the Smart Contract for verification. The same

Apart from setting up the game (Initialize and Join), clients only send messages to

The application is still serverless, secure and trustless. In the end, the blockchain is

The smart contract to verify the state can be stored and computed Off-Chain. Cre-

The identity of the code includes its metadata such as the hash of the code, version,

The above approach is analogous to a shared user library call by the kernel.

4  Off-Chain & Other Features of NEM

NEM is without a custom smart contract by design. This blockchain product be-

NEM’s design is lighter-weight and as such is faster. It strives to only put data and

NEM’s approach is to let developers use a wide range of configurable functions

This allows for a wide variety of application frameworks to be built. By assigning

range of applications are currently under development including apps. for transmitting financial value, notarizations, tracking and logistics, voting, land management, ID management, and more
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